**![SERVICIO NACIONAL DE APRENDIZAJE - SENA PROCESO DE RELACIONAMIENTO  EMPRESARIAL Y GESTION DEL CLIENTE CARACTERIZACIÓN DE USUARI](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX8AAACECAMAAABPuNs7AAADAFBMVEXy8vL///8AmaXMzMwzMzO90mvV1dXv7+8wMDAsLCwAlqPr6+u80Wj59fXm5uZsbGzf399PT08kJCRcXFy60GEfHx9hYWGmpqYjo62NjY3FxcVBQUEWFhZKSkrX6erM4+UMDAx7e3vG2IC5ubnS3qTK2pA2rrez2d2EhITu891Mtb2Ty9Di6MnW4a+GyM32+Ozr7eSYmJhtucDd5b3O3JqjvcHIzrLh5dTAzM0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD/ZgHyAAASvklEQVR4Xt1da1fbyBkeYcmSL7LBBAI0CYGk7e7ZbZvth/7/X9CzpaddekoSCLtADDbGV8mSrc7Mq8urGQffRDLqcw5BF+PYz8y8t2dmpGlEURw13fDI3K39TCpOfMfuEPvoLDnn2K1f9dJXcoEN8YIySD6Ze+kTMkjuDAnpdZJTQFfPI/0K829Z8aHJBmkhPp1UCLkXuj990SvxSh6gLv8FxLD5jpAyukV/vkuaB9BX1pI+BnX5P9k14+M2/fGSW+xDi2w7Z5YtXMoD1OWfVOIj7gD8xAANTdKTrL2VSwegMP9BYmHqbCgkBmii039eiAbITBosP1CY/8JDbIAc7R2JolF+i5DPVXTO4FxtC1fyAIX5J6+TQ+YApskp/dQuCkgBXdEl5AEK83+SRKBul/b+SXKLOgDbkSLQunghB1CYfxI8JMd6ygFTB9ALpAjUyWEApDL/k5eJA6Cd3U1nAJ8l+s9yGACpzH8x6fDuNREdQNEVDZB1mL8BoDL/J0FybL1LOwD64+8m54AcOgCV+Sd1FHPSsTBADoBmYKOaaIF84TwHUJr/IXIAXZIqAdEb91IG0B4LV9SH0vyfJofuOREdAPFFB9B8nTsHoDT/pIGOf6QZVnLGHADOiAFJxS4vUJt/5IBFDYBQByA6YIvVhfIFtfnHDpUZG+QAmAbTEB1wf0u4oDzU5v/ETSzK5F1KAzAIT4pTcLqlvDkAtfknf4mPZonAqD4BaIotojwU599BFkZwAHRktMUAyDLzFoEqzn/CNzHTGgyPdd5KDmBPuKA6FOf/pIZE4LQDYJ9cpN/p5k0Ezshg1mnH7D9F+THpH+7lH1MB0UwH0N1+ig/xhMiC//pRU6O5UMP2+ywtyhSWFWdZ3AAVkiJcZUDuaqIHMCuSLqY0CuuLdsf6bbfrOE7XLRY2ScYOcP82Jlw3Xt1M7Pj9A9MlxaNOuubmT21pTCiN9e3/7m+3XSDBvx9qYkq6NtAsIFb+SZeABlIJIm8i8Nr8H7eQUfbaDsuLMsQJdgBEFIFJX7Q/RCyKKo51+Tc6BrYAXtvOmAA0DbReEEXgGREoKhnlAevyvxWgkJDCy7oCMMGzgCQR+E5sbYfNVMkR1uS/7IyEK62M44/i6+T4H0R2AKIB6uZrGvSa/BtVcbwHGfOPRGC3LojAJrFlEdjOeAA+Ldbkn4xEzdU3Mv7+j4jANANzasldgNgh1Maa/A+ROY6w5luKQPSLIjB1wDdVwQHnzAGsSVZ5RsKLLEQWKCQivCgC01i3KIvAjYwH4JNiTf6ngVjA0Bt94cqaOEEiMFsHg8bDbBFYDImUxpr8d5+L+aaWee/DBr2QIny2CJwrEX5N/jXPEwZA9SZ9vj6GiHHW2qiBmQgszcJy8iQCr8k/+bWSHgDGdub1LzQLSFwHwIodorlx2lmngE+Jdfkf9y1c8TFsVqTJGK+RRflemgUk5Ru5EoHX5Z9Mu1Yt+sK6UezMCIjWBVqHccmiz/Q00P/EZyEsM0cazNr8k+mg7husBYwa2RSqQdkApXgms25pEdiWFuI5OSpBZKC/TO+1bc3aGdkGuctYfQHcJY2q269uSDE5txxi7t8JGsxGdfwkn+MpkAH/RAv6+nS00em7GbzZLByPopxOL5M77IEnEzoEhkINZFLv5Yb/9e0PR59CvJYdkhDTbaYdAI1Ae3diBkwqKERSHAvFCkFtg4YaZeINoIPb6VYbjaMrHbhf1djpKOqEwSb/tXpgOkQM03dxN2MHO2Et89250AL9bSkoUhXz7U/V33nZNwv1KikER/WpyxammwWM0qC8M+VHtTE3FIFBX0B27+ENgp96Br1H9sPz5XFguLEBkh2AtyuK8O3a6m39lTG3/5erm3ddMia8y1149f1rag/uArwBxiYpdIesSqAFDb4EZcJeYEcG6c0vGr/5UFzZKjea0ZF7/kO6wme6sghslYQL6mKu/a92bj0Kq1xukCDQA5ctcgt834/LMvzLsiu+R+7B1PTpaUSSTXuoT+hNQ4wTF8YJ3gpC2IqDdSCxBIS27lAd8/gvBiz81g877fbVQalUCqKKs14bm4BplJDq9KVTiQuj7dPUgNLkudK9RTFM7IkgAk9oUwQHogZwlT5XGPP4D8uNF6+PN4zLwWScyOGT50MArwJQ6DtsCpBxHN4PsbvhEd0a1AxqgcarLhAtJhoArzek45tPUg26m5sBMI//sVWiXdfXb+7rz+3flfZILzTr/oO2wzGNyo2a/pYe3l3sx39MYbBdecqloU7NleeUVhQHkQbgNtMiMP0CtqTBkBd5KcHN9b+fn2+P+wHxPNrNh6WLRulz6Hj1UOirxYKf+fFg0vX1AirI2VqLWp/d/5DeVscjwe3BdXJvGaAebnEHELfAkDpgshv75xD/N/2faM2rh+8q2pZhaMTr6r3um/CGT10yQxAbY3fcCgzi39pb8buWXJ/oDc8w3Okz6h6MUTG6sxyCpAGErSC4BpNfBzCv/weM7u7E2diaOLVr6mCNNtgQo3gvpw69enno+YO4YrbRYsarVaZ233vw2eysg3P8+oVReBnvBkouSMoB0P5/vykaoObLnNRA5/Ffm1B/Z9KoZxiudogseGAWwkG+4SU154eNGg09o7OyNfSYSMLnaGkGPe4WWP6wPE7exoeu+cPP2AEw6mXJv2rnowHm8e8O+yzZrNDQ8eCT7rNyb4c3gW/E232VUM1/2rhgrwLUXPa3kBLQ5ruhZ73SasRgx+1Ls4D6kgPIiwg8j/+x3hgNfTKm3/c08HWNbL8P77SiDLiUCv8+HE9+DQ/371nvP/wtIvzlLc3DnKR4swySZRjQ41ErUgN08Ydu2gJZzsq59tfFPP7Jtf3mn3v8y1eJefP2v0xuun6BCy76Pe32e34UEH3Yg7u6dcYO9FMt8hPFPXZjePwhPF8GqOQprgOg/EuTrp32Xnuldv7aiMl5FAbEG9+yqoW34zZ/IWbSAwpjYh9cih74+0+54H9u/+fwviXzALwb65/pP2kHEJm8GFYhF/Q/yn91URkjlAWChbOeFUR6Hy3EY70hvRBvA21PD/BffRKuKInH+B9uS4WV2XgDFr342JthmCvwf4oal0VUViKxsHz7QHDATttcLdD6yniMsucbi30DqwW/PTsQV2PMxkoT1HaTDKz9LpUBzJ4F9HvxipJ4jH/Cw/e50ItR8O3pC/3BakgqJbASGxkg0+39KtofS89FBDq3/jMXRi3OfXqH0mqI7IDkG7YdNy4BsWRLXoj3XLigJNbnvxRaH4b3WsbLTxGKWIN5Jy4E8+UMQLigJtbm36gjInqbKQOkfwH4NYsDTQNl3KZrPjO2486FCPwYF6XilwJKvxXxrHupWQ3vj1iRB+6UC8K8qBhStL4ITn6MI1C3y6S2tAYgb8edixLQY/x/uU5Q34umOWvbYP3tNz/z008Ht8C67htiTWxNBIhhGvKkZgG5JJBmAUkNoiJWsz8PH+vQcIYdRpxWEyz/NOrzUcNkh0myFYTY2Wky/FnsSc7Zl0avSliN/6j0qXthkrPfax9DiXiwA0SURIe4NvB23OeSA56xHXceROAV+T+GaE+rgCkv+0FwdsAPe0X41qO7FaXGL+IERZhsUTAqAbGtOPI5C2g1/st3bWZndK8CSU616/tGGJF/mHJL5I1fxC/PCFgE1lOaPBeBpd1A8yACr8Z/dcyjHO0tiIkGawUv+APc7MGa1MDJegCg5zHwekN6Hca9SL/TXKnO8XWxEv/1Mbf1evCRn1a3NTYauqfggs0t7h380VH48qxwihwAm3OHcg32NSQHQHKwEG8l/kucb1Kug/Wx78N6JmQ8/VGZN0S3tep0ty8BicDO96maG4sC5K04cuAAVuHfAL4NLZoKB81BTf4x//0QluH6K852+yLwVhzMxiFRki3EE1cCW85i9dtviVX4t0O+N6Hb7/qRIQg6YJI7DT4AggG0R2bA+TQzNmkHMEMEPhSuqIcV+D/e4HwbhzATotiK1RR/CPXPsc5XxfvGXbYG+AQ5YLYdN1IbuANITgHNarb//xNgef6LMLFAf/ZfSMKO0AZwgQ7vd/2W3/PGGdfAkk/Lt+NGhNPPJD+SMzVrQk0sz/9mD/gOF7lt9JCV9+9ewdkVFJaClWeczwbajE/Yjhu2gkhOOSx9UQX7m2Fp/o0xZ1bfgeym+IpnYhG8G5ie26vxke872Q6AfyWH4nbcrCmkDKz/TLigHJblv/qDA7HnMxjtLy6hw+t8CTzLuuC8E2bBnWwFmce34xbnMuXgmczL8j88hdSrxMvNxG6D9dcrRai7+W3IusZmWNrOVgUUHAAaejl9JvOS/AdV+M7aDZyXINQ3ttrdHltixKZqwVtebYILdqSsaB0gEZgZIDfp3kwE/iw6AGKqvhXEkvy/KQDfe2B56y3evww2GefBhq2YRrAlpdaCpxH1xlmaACQCE1kEJvlbh7Ec/8EFj/X1xidIfQOwPl6DNcN72IopGIDJ8V7zX/4oWjCTCZYVgUWXoBqW4/+nGlifXeh3+1AGNSrcGml9Xvj0jQCCzn+HSsz5cv/Ho8DPZL5kTZHWAERdTN4dSzUsxY3RhO5fhrpnWI/XGxXIgKdb3Cp5PVjmOAYlxnd+n2EdCInAfCU2mgVEWzuQZwEprsIvxf/vINb3dbDCPw1ABZiCCkDIDVurSr/zPfTKDzAbyDsHZSwTYBFYS5ccmAgsdnfnFMagsliG/+Ow7F//zE+Nc/5LbyRW14LKv7YdJgHgkTU3OyUGicA8A0g7YFfSAKxnWbr/7LEE/6HoSJ7xRzGSYBsyMdtPYuz3e9Dj/dAF/wli0HADmiyARGCXTbBIi8AztuPOtgCSOZbgfy/0tmMwN4VbGA0WmkyufWrwHj9sgV3+CJsjDh+yGwBIBLYKkgjsSCUIcUAohsX5L4bWJ3zCTrAJsad2hTe+mvpggQzohw8N/je+lp0HQCKwuB03vXEh0f+r2hnw4vwfDYDvcG+j56EKsIkIoBjZ4IIvj/np+31QYi730WvWAhaBz4noAGzJAZA/Ku0AFua/3uTbzBhlED2KUeY7Su/71oNv6xsw/Sc0SL4xyCwGRW/EnseAdmOdLQKrHYAuzH+4tMULK1qNMPPFBQGODya44AH43KkdJsWZZcFoJbDDxkJaBB5JJSBcHlcPi/J/DB3YqHT46f4GnM7YbF6DGFwvQuTxkddBfaOXVSCCNS3WtsIsIPl5DErPAlqUf+A5mvAWmBCKejYKfkI8bPMB4N9t8YYYgxKz4FqmBYBF4BkagLwXkNKzgBblv3nIaNVeQuz5BlQXozJrivopFD69PnzvIcuCjT1fbqkVkXxk8ZnMzDTKIrzSGfCi/JMPAYvlW/y4Dg9d0yXBiUMLN6vqwd1+q6Fv7UHlKBNgEThdguOzgJIzgNrbcc/f/zNCf4s0TFhUVZ9wZ1y3Zq+xGhyMWFQ4LdR436wY1c3r7Ognt+W4j5sG/QTJIznZViD2obAdsW5VxRhBISzc/wm5Lo1hrNsw48eYys6XY+yGWXCRe4J+y/uYIf0pEZhpMIIDkDIwpZ/JvAT/5PoWRrIRzvgJ57/JuJ5CFnwHSZjXzHYpLvrME1aDTk7pB5rxTGaVHcAy/IcQ5r/NQhtccHAGDZAxEhGYazB4K44KITdSBmAqHIEuz784/20Wxg0elftG5ymGPsr5xOcxzJ4FJJyrhOX59wmUeJ49NrcMpBeD1OSd2TIAEoFlEV56CIFzlv0zsTLD8vyXJxt+Tdd3/i3eSKFX0vWt8la2jjcEFoHPzZQIP/OZzFZV3Qh0ef77vaZ56D+b84gP79DeqbWvxb6YDbAITEMytB03K3YEcglO3Rrc4vE/gndjxHuefAmDxsXK+/3Pw7YVPw+A0BxkkmQAgekS/0h8HsA0XqGgHJbv/xzjefST3qzSREYookdCTiUHMJBKEN1t8YoyWJH/b4uThGEuArNN6ENwEViKQDeVdcC55D8lAqdLcFwEFheCKSwC55N/LAILC8F09kzm5JTDORMuqIN88o9EYHE7bmPmVhDIYaiFfPKPRGD+PBrkcVnCIYvAyi7Eyyn/eDvoH9MlIOYAkpshlE0Acso/sj+iA6hQkySWgJyrx7PFb4ec8o9FYK71JLeoA7AtaQS8VtQA5ZR/9Lndy/QsIOYApHUYyorAeeUfi8B4RgpfCNY7T10hCovAeeUfrwRmGgAyL9QyFaV1GKo+kzmv/IsisLAQT6K/regsoNzyjz74xJUyAKkEp6oDyC3/WAQupzMANgtIDIAs8zG57tsht/wjEZhvw5WeBkq+Ey1QX80atKLDcgG8TuQd590vKQdgsu8lNMAZyhgUwmLP31ERf0MLAdhmFEgFprbor5LwX/i7eEUF5Jf/otoT+xfE/wDq216w7mvGKQAAAABJRU5ErkJggg==)**

**BACKEND-PYTHON – PROGRAMACIÓN DE SOFTWARE**

**ACTIVIDAD 1: ESTRUCTURA DE DATOS.**

**INTEGRANTES**

**TANIA CAROLINA MURILLO LOPEZ**

**FICHA:2502640**

**PROGRAMACIÓN DE SOFTWARE**

**SENA**

**2022**

**CENTRO DE GESTIÓN DE MERCADOS LOGÍSTICA Y TECNOLOGÍAS DE LA INFORMACIÓN.**

**TABLA DE CONTENIDO**

* **INTRODUCCIÓN**

[**1. Más sobre listas**](#_heading=h.9rvfqx8w1lxa) **3**

[2. Usando listas como pilas](#_heading=h.lv20kr5wjw7v) 6

[3. Usando listas como colas](#_heading=h.svcql8tahiba) 6

[4. Compresión de listas](#_heading=h.k70i7jgcj4xr) 7

[5. listas por Comprensión animadas](#_heading=h.b9b2ruljgfl) 7

[6. la instrucción del](#_heading=h.oaxpu42fb5nq) 8

[7. tuplas y secuencias](#_heading=h.aj21cwxb3ys7) 8

[8. Conjuntos](#_heading=h.ln0ryzi6uiu) 9

[9. Diccionarios](#_heading=h.4kcctz4n7ays) 9

[10.Técnicas de Iteración](#_heading=h.4na4jdvo6goo) 10

[11.Más acerca de condiciones](#_heading=h.4v20tfpobr7w) 12

[12.Comparando secuencias y otros tipos](#_heading=h.nhs3bcilmsz) 12

* **WEBGRAFÍA Y CIBERGRAFÍA: REPLIT**

**ESTRUCTURA DE DATOS**

**TALLER No. 1**

Las estructuras de datos en Python pueden entenderse como tipos de datos compuestos porque podemos almacenar estructuras e información completas en una sola variable, asu vez puede tener diferentes propiedades y funciones por otra parte sus estructuras de datos más comunes son listas, tablas y diccionarios, aunque tienen un nombre diferente, en otros lenguajes son arreglos o vectores, matrices y arreglos indexados.

## 1. Más sobre listas

métodos de los objetos lista:

**-list.append(x):**

Agregue un elemento al final de la lista. Equivalente a a[len(a):] = [x].

**ejemplo:**

mi\_lista = [435, 324, 275, 567, 123]

mi\_lista.append(456)

print (mi\_lista)

RTA://

[435, 324, 275, 567, 123, 456]

**-list.extend(iterable):**

Expande la lista agregando todos los elementos del iterable a la lista. Equivale a a[len(a):] = iterable.

**ejemplo:**

numeros = [5.6, 7.44, 6.75, 4.56, 2.3]

valores\_nuevos = [2.3, 9.6, 4.564, 7.56]

numeros.extend (valores\_nuevos)

print(numeros)

RTA://

[5.6, 7.44, 6.75, 4.56, 2.3, 2.3, 9.6, 4.564, 7.56]

-**list.insert(i, x):**

Inserta un elemento en la posición dada. El primer argumento es el índice antes del elemento que se va a insertar, por lo que a.insert(0, x) se inserta al principio de la lista, a.insert(len(a), x) es equivalente a a.append(x) ) ).

Método: insert(posición, "nuevo elemento")

**ejemplo:**

nombres\_masculinos= [ 'Alvaro', 'David', 'Edgardo', 'Jacinto', 'Jose', 'Ricky', 'Jose',

'Jose', 'Gerardo']

nombres\_masculinos.insert(0, "Ricky")

print (nombres\_masculinos)

RTA://

['Ricky', 'Alvaro', 'David', 'Edgardo', 'Jacinto', 'Jose', 'Ricky', 'Jose', 'Jose', 'Gerardo']

**-list.remove(x):**

Elimina el primer elemento de la lista con valor x. Lanza ValueError si no existe tal elemento.

**ejemplo:**

prime\_numbers = ['2', '3', '5', '7', '9', '11']

prime\_numbers.remove('9')

print( prime\_numbers)

RTA://

['2', '3', '5', '7', '11']

**-list.pop([i]):**

Elimina el elemento en la posición especificada de la lista y lo devuelve. Si no se especifica ningún índice, a.pop() aparecerá y devolverá el último elemento de la lista. (Los corchetes alrededor de i en la firma del método indican que el parámetro es opcional, no que los corchetes deban estar allí. Verá esta notación con bastante frecuencia en la referencia de la biblioteca de Python).

**ejemplo:**

nombres\_masculinos = [ 'Alvaro', 'David', 'Edgardo', 'Jacinto', 'Jose', 'Ricky', 'Jose',

'Jose', 'Gerardo']

nombres\_masculinos.pop (1)

print (nombres\_masculinos)

RTA://

['Alvaro', 'Edgardo', 'Jacinto', 'Jose', 'Ricky', 'Jose', 'Jose', 'Gerardo']

**-list.clear():**

Eliminar todos los elementos de la lista. Coincide con la parte a[:].

**ejemplo:**

list = [{1, 2, 3, 4}, ['1.1', '2.2']]

list.clear()

print(list)

RTA://

[ ]

**-list.index(x[, start[, end]]):**

El valor devuelto es igual al índice basado en cero del primer elemento de x. Si no existe tal elemento, se lanza una excepción ValueError, Los argumentos de inicio y final opcionales se interpretan como una notación de división utilizada para limitar la búsqueda a un segmento específico de la lista. El índice devuelto se calcula en relación con el inicio de toda la secuencia, no en relación con el parámetro de inicio.

list.index(elemento, inicio, fin)

**ejemplo:**

animals = ['cat', 'dog', 'rabbit', 'horse']

index = animals.index('rabbit')

print(index)

RTA://

2

**-list.count(x):**

Devuelve el número de veces que x aparece en la lista.

**ejemplo:**

list1 = [1, 1, 1, 2, 3, 2, 1]

print(list1.count(1))

list2 = ['a', 'a', 'a', 'b', 'b', 'a', 'c', 'b']

print(list2.count('b'))

RTA://

4

3

**-list.sort(\*, key=None, reverse=False):**

Ordena los elementos de la lista en su lugar (los parámetros se pueden usar para ajustar el orden de la lista, consulte sorted() para obtener una explicación).

False significa que la lista será ordenada de forma ascendente.

True significa que la lista será ordenada de forma descendente.

**ejemplo:**

mi\_lista = [6, 3, 8, 2, 7, 3, 9]

mi\_lista.sort()

print(mi\_lista)

RTA://

[2, 3, 3, 6, 7, 8, 9]

# ¡Ordenada!

c = ["A", "Z", "D", "T", "U"]

c.sort(reverse=True)

print(c)

RTA://

['Z', 'U', 'T', 'D', 'A']

**-list.reverse():**

Elementos de la lista invertida.

**ejemplo:**

capitals = ['Oslo', 'Skopje', 'Riga', 'Madrid']

capitals.reverse()

print(capitals)

RTA://

['Madrid', 'Riga', 'Skopje', 'Oslo']

**-list.copy():**

Devuelve una copia superficial de la lista. Se refiere a [:].

**ejemplo:**

fruits\_spring=['carrots', 'kiwi', 'grapes', 'cherry']

fruits\_summer=fruits\_spring.copy()

print(fruits\_summer)

RTA://

['carrots', 'kiwi', 'grapes', 'cherry']

### 2. Usando listas como pilas

el último elemento añadido es el primer elemento retirado

**ejemplo:**

lisT = [3, 4, 5]

lisT.append(6)

lisT.append(7)

print(lisT)

RTA://

[3, 4, 5, 6, 7]

Para retirar un elemento de la cima de la pila, utiliza pop()

lisT.pop()

RTA://[3, 4, 5, 6]

lisT.pop()

RTA://[3, 4, 5]

### 3. Usando listas como colas

El primer elemento en la lista será el primero en ser eliminado.

-utiliza collections.deque el cual fue diseñado para añadir y quitar de ambas puntas de forma rápida.

**ejemplo:**

from collections import deque

liscola = deque(["1", "2", "3"])

liscola.append ("4")

liscola.append("5")

liscola.popleft()

#se elimina 1

liscola.popleft()

#se elimina 2

print (liscola)

RTA://

deque(['3', '4', '5'])

### 4. Compresión de listas

La comprensión de listas es una construcción en Python que nos permite crear listas a partir de otras listas.

**ejemplo1:**

lista = [letra for letra in 'casa']

print(lista)

RTA://

['c', 'a', 's', 'a']

**ejemplo2:**

lista = [numero\*\*2 for numero in range(0,11)]

print(lista)

RTA://

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

### 5. listas por Comprensión animadas

La comprensión de listas es una construcción que nos permite crear listas a partir de otras listas

**ejemplo:**

matrix = [

[1, 2, 3, 4],

[5, 6, 7, 8],

[9, 10, 11, 12],

]

matrix = [[row[i] for row in matrix] for i in range(4)]

#otra forma

matrix =list(zip(\*matrix))

print (matrix)

RTA://

[[1, 5, 9], [2, 6, 10], [3, 7, 11], [4, 8, 12]]

### 6. la instrucción del

La instrucción del también puede usarse para quitar secciones de una lista o vaciar la lista completa

**ejemplo:**

a = [-1, 5, 5.25, 3, 3, 34.5]

del a[0]

print (a)

RTA://

[5, 5.25, 3, 3, 34.5]

del a[2:4]

RTA://[-1, 5, 3, 34.5]

del a[:]

RTA:// [ ]

del puede usarse también para eliminar variables

### 7. tuplas y secuencias

Una tupla consiste de un número de valores separados por comas

**ejemplo:**

s = 12, 14, 'wiski'

u = s, (1,2,3,4,5)

print(u)

RTA://

((12, 14, 'wiski'), (1, 2, 3, 4, 5))

las tuplas se pueden crear vacías al representarlas con un paréntesis

La función len() devuelve el número de elementos de una tupla:

empty = ()

singleton = ('hello', 'f' )

empty =len(empty)

singleton=len(singleton)

print (empty)

RTA:// 0

print (singleton)

RTA:// 2

### 8. Conjuntos

La colección no ordenada y sin elementos repetidos,también permite la unión, intersección, diferencia y diferencia simétrica. Puede crear un conjunto vacío con la función set(). Para crear una colección, usamos llaves {}.

**ejemplo:**

s = {1, 2, 3, 4}

print(s)

RTA://1, 2, 3, 4

crear conjuntos de un solo elemento

a = set('uva')

b = set('alakazam')

para revisar los elementos únicos en un conjunto

print(a)

para encontrar las letras que se encuentran en a pero no en b

print(a - b)

para encontrar las letras que se encuentran en a, b o los dos

print(a | b )

para encontrar las letras presentes en a y b

print(a&b)

para encontrar las letras en a o b, pero no en las dos

print(a ^ b)

los conjuntos también permiten su comprensión, el siguiente código nos muestra las letras presentes en c que no son abc

c = {x for x in 'abracadabra' if x not in 'abc'}

### 9. Diccionarios

Los diccionarios de Python nos permiten almacenar una serie de asociaciones entre dos conjuntos de elementos llamados keys and values (claves y valores).

Todos los elementos en el diccionario se encuentran encerrados en un par de corchetes {}.

También es posible borrar un par clave:valor con del. Si usás una clave que ya está en uso para guardar un valor, el valor que estaba asociado con esa clave se pierde.

Para comprobar si una clave está en el diccionario usa la palabra clave in.

**ejemplo:**

s = {'ana':1, 'uva':2, }

s ['vino'] = 3

print(s)

RTA://{'ana': 1, 'uva': 2, 'vino': 3}

#averiguar clave

print (s['ana'])

RTA:// 1

Utilizando del para eliminar

del s['uva']

print(s)

RTA://{'ana': 1, 'vino': 3}

-Ejecutando list(s) en un diccionario retornará una lista con todas las claves usadas en el diccionario.

print (list(s))

RTA://['ana', 'uva', 'vino']

-si deseas que esté ordenada simplemente usa sorted(s) en su lugar).

-Para comprobar si una clave está en el diccionario usa la palabra clave in.

-El constructor dict() crea un diccionario directamente desde secuencias de pares clave-valor:

print (dict(s))

RTA://{'ana': 1, 'uva': 2, 'vino': 3}

Además, las comprensiones de diccionarios se pueden usar para crear diccionarios desde expresiones arbitrarias de clave y valor.

s{x: x\*\*2 for x in (2, 4, 6)}

print( s)

### 10.Técnicas de Iteración

Al iterar sobre un diccionario, puede usar el método items() para obtener ambas claves y sus valores correspondientes.

**ejemplo:**

s = {'a':1, 'b':2, 'c':3, 'b':4, }

for k,v in s.items():

print (k,v)

RTA://

a 1

b 4

c 3

Cuando se itera sobre una secuencia, se puede obtener el índice de posición junto a su valor correspondiente usando la función enumerate().

**ejemplo:**

for u, v in enumerate(['yo', 'soy', 'tu']):

print(u, v)

RTA://

0 yo

1 soy

2 tu

Para iterar sobre dos o más secuencias al mismo tiempo, los valores pueden emparejarse con la función zip().

**ejemplo:**

preguntas = ['nombre', 'búsqueda', 'color favorito']

respuestas = ['lancelot', 'el santo grial', 'azul']

for p3, r3 in zip(preguntas, respuestas):

print('¿Cuál es tu {0}? Es {1}'.format(p3, r3))

RTA://

¿Cuál es tu nombre? Es lancelot

¿Cuál es tu búsqueda? Es el santo grial

¿Cuál es tu color favorito? Es azul

Para iterar sobre una secuencia en orden inverso, se especifica primero la secuencia al derecho y luego se llama a la función reversed().

**ejemplo:**

for i in reversed(range(1, 10, 2)):

print(i)

RTA://

9

7

5

3

1

iterar sobre una secuencia ordenada, se utiliza la función sorted() la cual retorna una nueva lista ordenada dejando a la original intacta.

**ejemplo:**

usar = ['1', '2', '1', '3', '2', '4']

for i in sorted(usar):

print(i)

RTA://

1

1

2

2

3

4

El uso de set() en una secuencia elimina los elementos duplicados. El uso de sorted() en combinación con set() sobre una secuencia es una forma idiomática de recorrer elementos únicos de la secuencia en orden ordenado.

**ejemplo:**

usar = ['1', '2', '1', '3', '2', '4']

for f in sorted(set(usar)):

print(f)

RTA://

1

2

3

4

A veces uno intenta cambiar una lista mientras la está iterando; sin embargo, a menudo es más simple y seguro crear una nueva lista:

**ejemplo:**

import math

usar = [56.2, float('NaN'), 51.7, 55.3, 52.5, float('NaN'), 47.8]

data = []

for value in usar:

if not math.isnan(value):

data.append(value)

print(data)

RTA://

[56.2, 51.7, 55.3, 52.5, 47.8]

### 11.Más acerca de condiciones

Las comparaciones pueden combinarse mediante los operadores booleanos and y or

**ejemplo:**

cadena1, cadena2, cadena3 = '', 'sol', 'luna'

non\_null = cadena1 or cadena2 or cadena3

print(non\_null)

RTA://

sol

### 12.Comparando secuencias y otros tipos

Si dos ítems a comparar son ambas secuencias del mismo tipo, la comparación lexicográfica es recursiva.

El orden lexicográfico(orden de diccionario) de los strings utiliza el punto de código Unicode para ordenar caracteres individuales.

**ejemplo:**

Entrada: "hola programa Python, ¿cómo estás?"

Salida: son

Hola

Cómo

programa

python

Uds

Entrada: "A los programadores les encantan los algoritmos"

Salida: codificadores

algoritmos

ama

la
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